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The Zachman Framework for the reporting problem

- a first gpproach -
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Preface

Within this document an overview is given for a framework, implementing a theory of generation. It is beyond it's scope,
to design a framework in the classical manner. Instead, a loose collection of ideas is presented, that grew over a certain
period in time, with always having the 'best-possible’ generation toolkit in mind.

Subject of generation in principle can be all kind of documents. By the application of the Zachman Framework for
software architecture, the most important issues, playing a role for generator theory, will be presented and discussed a
bit.

As the idea for a theory of generation needs a simple approach for an overall method dealing with the documents to
generate, a pragmatic decision is unavoidable. The Zachman Framework is the best known principle defining such an
approach with respect to the author's knowledge.

To undermine the ideas explained here, the foxf software for report programming serves as an example, and is used to
bridge the gap from academic background information to industrial reality.

For the application of the Zachman Framework with respect to generators, the next chapter gives an overview of the
ideas behind. Last but not least, always keep Problem Frames in mind, Jackson rules.
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The Zachman Framework

The Zachman framework for software architecture (abbr. ZF) helps organizing all kind of Software artefacts within a
table like structure, consisting of columns and rows and therefore building particular cells. Each cell within that
framework carries certain kinds of information with respect to some or the other formalism, meaning particular
languages, textual and/or graphical. A very broad and mostly complete overview of languages can be found in [Hay
2002].

The application of this framework as found within here is a mere demonstration towards an implementation of
Zachmans ideas using UML. The ZF rows and columns represent viewpoints and issues framing the content of a
software's collection of documents.

To avoid confusion, some remarks regarding the scope of this document have to be made. This very model just names
models, to be created for the documentation of the foxf-software, and/or names the kind of artefacts to be found for the
different rows and columns.

the main idea behind the overall model:
® get a means that helps structuring the kinds and classes of documents found within particular software
projects.

main scopes for academic purposes are the following:
e simplify the re-use of all kinds of software artefacts
e find further classifications and patterns for all those documents

To start working towards an UML Profile for ZF, simple stereotypes are established by time and in the future. The idea
behind those stereotypes as understood under the term of generation-theory is, to get a library developed for the goal of
getting some generators for development-tooling code, not to confuse by production code.

Expressed a bit more practically, the build-scripts necessary for each project are subject of generation themselves.
Further build-time software artefacts such as configuration files for metric tools like dependometer, are within the
scope of such a profile too.

It can be argued quickly, that as the UML-Profile for ZF has to care about major artefacts only. Their type-modeling
and classification is the task to do. models using that very profile could be titled ‘project configuration models'. pre-
generation of models to be developed, build-time code and others, should be a more realistic problem to solve then,
having such a profile.

On the other hand Zachman's ideas don't mean a framework under the usual term'’s definition. Just having his ideas in
mind helps controlling the expected complexity of overall generation.
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concepts(a:thileclure)j

<< zachm an.row >>
abjectives

captures classes/groups of features implement ed within foxf, the idea behind is to find pattems
of features and/for reql&mm:ﬁts implem !medwlthlmhe software and classify them hers in

and re-used ’w‘tﬁn other projects.

the form alization of sut:h requirement- or feature- pamms is beyond the scope of this very modeal
Wfonheum.-%ﬁl& for ZF It's hard to guess if It would make sense to develop UML-models
mvresenﬁm; those features. such pattems usmﬁym pattems of natural language expressions.

whenever patterns or cuegones of faaxur:s au extm:t:ﬁ they are to be collected umm maﬁeis
belonging to the objectives package. :
for research on the issue of requirement pmem Eook In(n [Robertson 2000]

<< zachm an.ow >>
enterprise _mode|

relates items, such as models, docum ents or just organizational packages to each other with respect
to ZF-row 2. spift inmo diagram s per mlumn@bn, mw %ert& others). simple decisions like cots
used are subject of modeling on this level.

for the architecture of foxf, row 2 contains things Rké Gomaln models and descriptions, for the
problem of report programming e.g. as well as it mmamsfhe specification of cots used to create
the sclution components and/or pattems identified as usefm for the solution can be found within
that row, too.

<< zachm an.row >3>
system_m odel

<< zachm an.row »>>
technology_model

<< zachm an.row >>
Implemertation

wllec!s concepts with respect 1o ZF-row 3,

mtrl!iy dhfides the principle items for the system level of the fwffrwmm such as patterns
Izmmemrnd, and lower |evel object modeling refined from the elem ents of the enterprise model.

iaben!ag pmerm defined within row 2 are very abstract unes close to typical design patterns, those
defined within row 3 are patterns with a particular semantic.to get the idea behind it s importani to
mention, that for the emterprsie model, well-known design pattems as collected by countle ss works,
are. ﬁféci‘l'ed as such that will be the most uwom anes to help constructing the solutlon.

-anis’ b'u?lﬁ -scripts will hemodelzdnw ere.

f{n&jc\n nf concepts and models mh respect to. ZF-mw
mm&isfor the inner design of the me'w te ‘components.

hitecture of foxf, Thuech-_ oﬂ Miﬁtbmerzmuwes of the main components,
the _tore apl and the dwctopmgmimﬂsf«_ muther m&jur pti ncipte applied within generation

framing the design of each such :ncu,gtmt mthe c;sa of the reporting toolkit mainly xsl design

the ZF-rowS usually ap(utg& gmg tg‘xwai Wﬁ m exprassed in term s of viewpoints,
row 5 collects sgftwm mg!a.cts based m ms ﬁ:m description.

the colum ns what, ’hﬂw and where are :m rrmst obvious ones, scoplng artefacts In typical
pwgmmﬁ%"_ anguages or more broader, computer languages. for the latter one term s like xmi
}um‘plrto:;?ams. '

As It is hard to imagine all single anefacts from this model's pmm o wiew the oﬁyina} idea

of the framework for software architecture is extended a bit In mind, to find sim ple m odeling
conventions. the goal abways has to be, classifying the main idioms, along with finding coding- or
documenting-corwentions to be expected, oridentify them later on

this wery row|s the one belanging to the programm er, that's where he Is the expen.
an experenced programm er reuses it's knowledge at least, the more experienced he is
the better defined his pattems of code structures will be,

Fretallt mit Prcaidnn farllMl Cammiinitg Frlitinn Mirht 7o kammarziallen Motzonn

the best point to start a project-model,
leaned towards Zachman's ideas simply is
give the main-items some names. within
the model seffh, they represent nothing but
TOWS.

the names selected, rely on the one found in
[Zachman 1996]. no changes to the namings
as chosen there are made, although it's
likely to happen.
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of course, major modules, better say,
standalone applications, defined as logical
assemblys within one project, could be
taken for naming as well.

but right now this idea is far away from
being expressable.
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remarks on the different models:

for the distinction of the rows a short comparison is worth discussing. the system model is the first and most abstract
classification with respect to the solution space. as such,service functions, or broader:

service-interfaces are things to be specified within the scope of ZF-row 3, something that the system developed provides
as functionality to be used. the needs are located within the problem space, in terms of Zachman, rows 1 & 2. from the
system designers point of view it is hard to predict the kind of patterns framing solutions realized by whatever
programming language. the use of particular components-off-the-shelf (abbr. cots) frame the patterns and languages
used, too. but anyway, within a model specifying nothing but the major artefacts classified as framing the software's
architecture, typical functionality or all kinds of system-models scope the system's point of view.

more abstract again, the system model contains documents defining major components, service-implementations of
service interfaces provided by cots and principle relationships between them.

the inner design of those components are bound to the tech. mod., that itself is influenced by decisions made earlier on,
on questions of methods applied.

alternatively it can be remarked, that for the case of foxf row 3 defines low-level features to be used from developers,
row 4 constrains their implementation. keeping that in mind will help understanding that patterns of row 8 may rely on

simple design patterns, but beyond that, patterns as pattern-integrations of multiple patterns, and semantic
enrichment scopes the artefacts contained in the system model.
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concept s(entemrise_m odel):what J

<< metamode] src, zachm an.what >>
reportlng_object_model

<< domalin >>
emiy << domalin >>
text_formatting << domaln >>
reports
+printd:void

<< zachman.what , component >>
core

<< model.src >
functionalk y_specificat ion

<< zachm anwhat | component >>
deyeloper_needs

<< modelsrt >>

bulld_servicing << model.sm >>

code_production_uni

=t T

for a sman solution for all kinddmpaﬁim pmbiam»s as required in mdl.utw
and others, a simple analysis model of the 1arm of 2 printable report
helps finding an extendable meta model for such reports.

!1:! meta model as meant In this n;r'ue}ci only extracts the main items of the
wisible mmsemwlw, r.rhemr y: Iaymd structure, of rtpan mxzmnr.s

one remark rwwﬂwn pan:mbnrtbeory
the most pop tors within the academic mndm mm generators.
realizing such inuwxsmcu& task on it's own, but it is common sensce, that they are
the mns&z{fetﬂwms o

i . _ngmor Is the easier, the better jackson Is tmdersmm for the

h Mes hem concentrating on the im portant things.

i domains fora.dcmnlmgenemur and

xﬁ-ﬂﬂn&su simﬂu’m»mui written in other programming languages like
er structure s a rather small one, as the functionality necessary and the object
rspming mmim can be k_epl stmpicfor gum‘_! npnm nquind Inthe

the ganeramﬂs abulld time component, Wsually not visible fnr or daiivaml

tothe customer,

it i5 used by the repon-developer to create custom usage of me core- mmpanem

based on asp!tﬁlﬁ:ed language designed to program sdu{om‘fcr reponing

pmblems

the reason for Introducing two components that early on and within aleve] bound tothe
problem space, simply can be argued by the fact that foxf is a developer toolkit.

as such it implem ents features of two major categories. a simple and clear spiit Into features
belonging to category out-of-the-box functionality and needs-of-developer can be made.

Erstellt mit Poseidon for UML Community Edition. Nicht zur kommerziellen Nutzung.

the enterprise model's classes of things usually are organized within what are known as domain-models. the
difficulty of understanding lies within the term of domains.

a very useful definition of the term can be found in [Jackson '96]. more concrete, his concept of problem
frames helps finding s systematic approach for organizing the artefacts of interest from the analyzers point

of view.

out-of-the box functionality means that part of the system, or say the software's architecture, the customer

looks on. beyond that the developer has to do daily work to implement reports, or any other kind of software
components. introducing components already within the problem space, simplifies clean generation of

development-process implementing code.
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within the mtk, a toolkit embedding the
foxf or other software's developer
functionality, the concept of component
means exchangeable pieces of software.
exchangeable with respect to installation
and the like.

getting big pieces of software, that usually
are assembled by components themselves
and carry hand-crafted code beyond that,
makes it worth  thinking about
standardization of build-time processing.

tools like ant provide simple scripting
means that can help solving all kind of
tasks for packaging, versioning and others,
of such components or whatever piece of
software.

the application of ZF, using UML, targets
the principle relationships between
whatever components are developed, ready-
made used ete.

right now this idea of using UML is in it's
early stages. on the other hand a real-work
proven library of ant scripts is available
already.

for the further development of this profile
along with the library itself, once
established model driven generation
approaches jump into eye as another
application for generation to care about.

o Sl - S -
el e coole o

Es pwe. So EYS ebuioxs,

Yoad &S _Sa.édic‘?z qﬁ

Sﬁrwa%

—— -



23 mosd e spproad. Lo O n o #Ze
Lse ogg M@jf Zaméwa&q#fm éfg:fp{ ﬂwqérqa-{y_ ool
e 0{0&3«‘4 9{ oo motlels, !-QSA:OZG{M&, Vo @mﬁwgm Q0lee
qféac?’, UDD(ZUAQ/@ 9/9 A (>
&ﬂ o ZM&Z Yo @aéss, of N wll Q/a é, 74 ‘#a&aﬂﬂmf /mt‘?@?@g
‘&«OZMW-MOMQ o i 05 0 Dig pescos <7/0<2€c HS“ZC{.
gac@afn Choern (/LO)IZ»\;I bod &Wﬁﬁé& C)Lﬁew onwqévncz A
Z.cuu dgﬁa e gf 4o Yo .
Yuo bac %S%ﬁ/ LPle ﬂupﬂasw?cﬁ, - (Y @ﬂ.% 0&&;, Weore
art MMMS ma@%ﬂ aﬂw@‘ca%‘ws 0{’ s’ofq&w»»e ﬂ'rzéfmm
&M@Z’%‘o—mﬂ@, ol Kl ‘{/H ﬂrrg o b Cﬂégﬂc aquymﬁém. s&x@%
,f%ﬂ% dlom L8 L Sa{W-WﬁMZ Wecs owsic . /g“ ”
Jalisg a 0&{’&_»1;.,9( aﬁ»oac«z fw Lo g‘{ L -
94""&" y Mén ‘fa-r Pr@(}&cﬂﬂb%q ~c:c9()(€. &ée:;;& f’c?é&: ?./




concept s(enterprise_m odel):the_hows J

<< integration{cots) , zachm an.how >> hightights and fél‘aaes’ h T

reponting_solutions 10 solve particular sub-prof
<< cots >> << cots >3 << cots > Kson style ﬁf‘”‘f“
fop saxon pkartaregexp | |T 7777 I:;Ik;‘_:f“&m help implementing
+processf: Object +transform {: Object '-.-

<« integration{cots) , 2achm an how >>

developm ent Jocling gned forall kinds of

the foxf framework integrates into bi g
: Ty reférred as the meta-tk

‘zoftaare developm ent Lise cazes
“fablir. mtk), highly builds onith
the refore all Kinds of ant-exts
~macro-scrpting are colls
ifles all necessary

of bigger sets of such ‘execat
nd macros for tasks such
irs library or simple test

<< cots B>
ant

<< Integration{pattem) , zachm an.how >>
executables

<< pattemn >>
command_servicing

<< zachman. how >> X S = : RN
the foxf reponting toolki makn ntatlons for the two

processing flows transformations,

<< pattern >> << |brary{scripts) »>> 1 the overall pro able representati

report ing_p ipeline generators | |T7777 i :
2. The generation of the p

of -source code scrt
& domain janguage i i 2

Erstelit mit Poseidon Tor UML Community Edition. Nicht zur kommerziellen Nutzung.

the term of cots is defined in different ways.
some works are talking about commercial
off-the-shelf, but the author's
interpretation is taken from [Afmann
2003], who calls them components-off-the-
shelf.

besides that there are works caring about
the differences between commercial and
open-source. it is just not that important for
the ZF for the time being, as discussing cots
in all their variant forms is subject work a
document on it's own.

the mtk takes the usage of cots as an inner
success guaranteeing method for code
generation. it can be argued at least, that
particular cots play one or the other role for
the build-time artefacts generated from a
ZF-UML-profile application.
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the reporting problem's enterprise model, aka. the foxf implementation guidelines, mainly relate items useful M > ¢€ Up ¢ @_ﬂ B3t Gc

for the solution. useful in terms of implementing the overlying system's features.

it is not important to care about the features themselves, but relating ready-made components and whenever .
possible, to highlight how they implement features as required already. at least to some extent features d“(

(44
identified as useful one's for a general solution to the reporting problem are interest of modeling. .
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concept s{system_modehwhat )

<< zachm an.what , metamodel. src >> f 9
' S for the scope of the foxf system model mainlvmaamocbls or aﬂmtatlnns of
alreacly available meta models are of any interest,
<< Interface , mapping >> << Interface , mapping >> in terms of repon-creation, foxf builds upon the !W c!wiﬂl:atlorl defined by
e — fo_attribut ng the form atting objects standardan xami- !I.mum timized for the description of
= = printable reports. beyond that, foxfim pkemnx's “'s own classification,
______ to provide the developer with means and :ﬁnmmg that let him create dasses of such
Q <Cused> . 7 fo-reports quickly,
<< mode| diagram >> << Ianguage >> ftis Important to mention here, that fo o!ﬂ?:&!w the creation of one 'static'
foxf_objects xml repon-instance. there is no means to imegrate datain a really dynamic manner.
‘therefore foxf highly integrates technologies like xsl, xpath md fo inos general
7 reporting solution, taking me bes of all ufthm
for the Inner struct ure of the software, an antuiun model fi;r ¢ Iemnts prowided
hy the fo standard help um the object-model used for bu&ﬂing the fundam entals of
ftpurt creation.
foxf_xsl_synthesls sim pie classifications frame the content within the system-model's view,

aswe are ma.w within the soultion space but still away from the end-product,
all kind nfuagrw: can be subjsct of interest for the modeling of the system 's wiew.

I
|
I
I
esizachman Wiy metamodelsoe o : for the concepts provided by foxf, as something like means for developer tasks,
|
I
l
I
I
I

1
<< library >> << language >>
service_function_engine | ~ > wpath

Erstelit mit Foseidan for UML Community Eciition. Nicht zur kommerziellen Nutzung.
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the distinetion between all the different

concepts{system_model):the_hows

scopes defined within the ZF's cells is an
issue that could raise mnever ending
discussions. to avoid confusion, system
designs are understood as that part of
software development that bridge the gap
from problem to solution space.

<< model src , zachm an.how >>
fo_creation_layer

<< pattem >
object_delegat ion << pattem >>
fo_mterfacing

within here first decisions, influencing the
software's inner design are located.
remember the comments made on the
system-model package earlier.

ystam's inner mechanisms for report-object ¢
g r say, the implementation of the report's layc
-scoped by abstract algorithm: descriptions withi
v view, g

<< model.src >> i ;
bulld_tooling_infrast ructure similar statements are valid for build-time tool

<< pattem >>
testing_pipelines

=< pattem >>
generat ion _piep line L

Erstellt mit Poseldon for UML Cammunity Edition. Nicht zur kommerziellen Nutzung.
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that very model, regardless of the column
contains all kinds of artefacts capturing the
boundaries of the framework design.

as the resulting code still is one stage

concept sitechnology_modef)what /)

<< model.src >>
Toxf_objecis. styleshests.m odel

<< modelcormentions. naming) >> << mode lfcomventions.naming) > ahead, gfaphl'cal l'epl'eﬂentatiﬂﬂs most
package_conventions clas s_conventions probably are those being defined on this
view.
<< model.diagram >>
object_implementation -
remark:

to get a detailed overview of languages
useful for the different cells have a detailed
look into [Hay 2002]

<< mode| sro(collection) >
generator object_Jayer

<< model.src »>
xpath_generation_relstions hips

<< model.diagram »>>
report_service_interfacing

Erstellt mit Poseldon for UML Community Edition. Nicht 2ur kommerzielien Nutzung.

the techn.-model deals with the inner design of software within the boundaries
defined by the sys.-model. for the column of what the UML-Profile for ZF captures

design-models and -conventions.

diagrams declared on this layer are the one's with the highest importance for ‘real é
code generation, besides the designs themselves, modeling-, naming-, one fHrmay &nr S MO

documentation- or whatever kind of conventions have an aspect-like influence to
the code itself. Ce o‘f 17 ¢ @« é
f@ £C..
tools for coding conventions e.g. exist already, and usually are easy to integrate into
build tools like ant, or IDE's like eclipse. depending on their flexibility former %eﬁz 2 &é
formalization of such ruling is a subject of discussion on it's own again. g g & m M
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conceptsitechnology_model)the_hows )

; : [N
=% mw":‘ / IFM‘:’: W, 22 the how-part of the foxf technolagy model captures models defining the main-algorithm s
greation: hisrarchisx that im plement the fo-object creation layer.
<< model diagram >> for the creation of the pﬂnd_-}g!e docum ent structure, better say the layout, a simple
object chss coding-pattern, so called idiom, is used for repont-document creation.
<< model.diagram >> as they are rather simple ohe's, m odels for them help enriching the documt_amian.
I lon_aigorithm P = . L
= << mode| diagram >> the creation of fo-slements in particuiar, the foxf-like objed-model in general, is done
sit Creators under the usage of patterns as well, and as they aren't too complex because of x|,

modeis for them are part of the architecture as well.

<< model.src , zachm an how »>>
bulld_zime_componerms

<< mode|src >> — — S
ant_service_interfacing ‘build-time funciions for foxf users are available by sm all components on their pwn,
therefore ft |5 obwious, to enrich the docum entation by m odeling those com ponents.

<< mode|.diagram >> :asg;emmm alqng ?ﬁi.'r_.u}n_gﬁnmbﬂnm for paramete rization, configuration ard
reporting_domai_language the -mﬁiﬁé;_aspadsim'bzé_-mcdéieﬁ, the easier creating plug- and play like piecss
| of software wiibe.

Erstellt mit Poseidon for UML Community Edition. Nicht zur kommerziellen Nutzung

the inner design of functional aspects of a software in general may be the most critical aspect for the finite goal of
smart code generation. graphical languages could be useful to create particular types of algorithms. UML-like
behavioral diagram types are one example for those kind of languages, again with respect to the mentioned work by
David Hay. althought their use is very restricted.

the most promising approach to close some gaps seems to be the Action Semantics Language part of the Executable-
UML [Mellor Balcer 2002]. just discussing that particular stuff in detail raises side-views to principles like
[GenVocal.

still a brainteaser.

ot Wonaglds o exoetublo UML.
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concept s{implem entation) what )

<< |lbrary , model.src >>
object_classes

<< pattemidiom) >>
Object_implementation

for the column of what the pattems of stylesheet structures are to be Identified and/for
modeled. asfoxf relles on a logical object model, the core library |5 leansd towards
that very model. as xsl is hot an object oriented language, coding principles heip
implementing the required oo-flke behaviour.

<< pattern(idiom) >>
Object_Configuration

<< model{conventions.docum enting) >>
documentat ion_rules

<< library , model.src >>
service_configuration

<< pattem(idiom) >>
Report_ConfigObject

T
}

I e
<< modelconventions.naming) >>
IFObject_Naming_Convent ions

the same as has been stated can be said for the build-time view of repons. each custom
report, developed using foxf, is seen as a service Impiement ation of the report-service
interface. ;

as such a repon has to be executable in some way orthe other, basic param uert:a'm
requirad to get them runin a build tool like ant. .

further ideas address pattems of interest useful to integrate repors like com ponents
into web-based software-systems, investigations into industry show quickly, that
acouple of design pattemns like the com mand-pattern e.g., are the means to care
about to realize plug- and play imegration of reports; or simllar kind of software
components,

For the goal of further generator extension, the lssue to care about Is, formalizing
the generator component towards those few patterns identified so far,

the report-configuration object integrates with the ant-service interfacing found within
the technology m odel. expressed the other way around, the im plementation of the ant
services makes usage of those objects, that can be seenas Implementations.

Erstellt mit Posaidon for UML Community Edition. Nicht zur kommerziellen Nutzung.
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coding- and documenting conventions are
simple means, that help organizing the
chaos. from the software architect's point of
view, means, the person organizing the
structure of artefacts to be collected within
projects, needs simple means defined, the
programmer uses when doing his work.

beyond all kind of conventions so called
idioms, patterns for source-code with
respect to concrete programming
languages(e.g. C, xsl, ...), are a popular and
effective means to further formalize the
process of software production.

to get a better idea about idioms have a
look into [Buschmann et. al. 1996] for the
architect as well as the programmer
identifying those idioms and relating them
into a simple model, will simplify
knowledge-reuse in future projects.
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algorithms

<< zachm an how , mode|.src{callaction) >>

element _creator template

<< pattem{idiom) >>

<< pattern{idiom) >>

<< pattem(ldiom) >>

stub_templates

build tim e tosling functions

<< model.sro{collection) , zachm an.how >>L

<< pattem(idiom} >>
report_lesting

<< pattern{idiom) >>
service_packaging

<< pattern{idiom} >>

stylesheet_execut ion

forthe column of how only the part of algorithm s within sources is of interest.
in terms of foxf, or broader again, with respect to the extensibie styleshest language,
particular kinds of tempistes can, and have tobe, Identified. .

practical applications have shown that as x5! is a language |eading to & huge amount of code,
simple pattems to get to small or at feast simple templates are the best means to work

with xm |-based scripting languages in gensral. sim llar words could be marked for the

use of theant bulidtool. s :

the easier the coding pattems are and the better they are modeled and qbdim'!mm-tm beter
the chancesto formalize them. - '

as foxt I 3 developar fram swork thers is something like a library of functions available

‘for typical developer use cases.

a3 stated alrendy those functions are mainly realized by m ean of jakarta-ant com ponent.

| means 1o extend it's basic functionality, asit is a very

58 ane nd framework, typical tasks fike automated testing can be done
adrassed by the mik, the developm ent toolkit the foxf developm ent tasks

. af patchable o in, change-file cre and the Jike;

ew those kind of tasks have 1o classified and/or ramed, at feast that

s on automatic bulld fie creation based on modeis like this very ane

/’710.5"# ?«1‘060(
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for the implementation of functional
aspects, similar languages as for the what
items are subject of usage. although usually
only 'real' programming languages should
be expected here.

the what cell, implementing the things of
interest, classes e.g. data-describing
languages are  within the scope
additionally. in general it can be stated,
that both columns can be found within one
piece of code at the same time. ZF therefore
further helps distincting between the
generation of structural and functional
aspects of source code.
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reponting_pipeline(execution_stub) J ) - ge m¢ %
1 -on gl - F z&,e k
D .transform (ertitles)fa_instancey | : E i E W ConS§ C ¢“:’7‘? 5

S 9’”1'9’*9{ wn 8’7&4&"7
SR M s | problnteais fad
E‘_ ________ 3 ;Lce s{fo_instance):pr m_resunE i i %m’ % m‘)é Q.&H_S

f : 8 1

| | ].1] wﬁw

]
< i 3 process

_________________________

<< pattem > \3;] transform:saxon | |[g nstance :text _form atting [ |EMJEM:.M| |p;rin3 gsuh:gng;_t;l
repori execution Drocesson | I 1 I
j

not really within the scope of a um| model collection like this one. hu as this pipeline is avery cenerous procedure i mpieﬂlemed \mhm l‘oxf
asimple model showing the overall process of report crmlnn Is worth Including here. . .

it highlights one m ore thing worth discussing 2 bit. the important method behind the dcsmn ::ffemf ixjmsnnh Problem Frame a;zpz‘bach : _
tools designed towards | deal solutions with respect to the frames they addﬂ:ss. enable mgmmm mmrlools by tmmmm nfda}rialm
Inthe real world the problems found usually are multi-frame problems. - _ o .

Cn the other hand all multi fram e problems can be assembled by basic ones. 8’:]“&1 lazthsﬂaa Oﬁmsmuk decislon 10 d!{fm%he use
of the best know normalized method for those domains subject of fntegrxtionwmn nmlﬁ Me pl’ﬁbltms

remark at this poimt in time: better read Jackson,

Erstellt mit Poseidon for UML Community Edition. Nicht zur kammerziellen Nutzung.
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